Functional Python Programming

Overview

Learn how to choose between imperative and functional approaches based on expressiveness, clarity, and performance

Get familiar with complex concepts such as monads, concurrency, and immutability

Apply functional Python to common Exploratory Data Analysis (EDA) programming problems

Objectives

Use Python's generator functions and generator expressions to work with collections in a non-strict (or lazy) manner

Utilize Python library modules including itertools, functools, multiprocessing, and concurrent features to ensure efficient functional programs

Use Python strings with object-oriented suffix notation and prefix notation

Avoid stateful classes with families of tuples

Design and implement decorators to create composite functions

Use functions such as max(), min(), map(), filter(), and sorted()

Write higher-order functions
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